The agreement of the common key
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Abstract. In this paper we propose a protocol for authenticated key agreement between parties of a computer network. We consider a public-key encryption scheme for authentication and an elliptic-curves-system-based for key-agreement. The presented protocol needs two communication rounds between involved parties and its security is based on the elliptic curve discreet logarithm problem, and it is made with respect to all types of attack and security discussions presented in [8, 9, 21, 22, 27]. Also, it is discussed the protocol security level and the proof of security is given.
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1. Introduction

The idea of this paper comes from efforts to confront problems in a real situation presented in a computer network. There was needed a secure key agreement between all pairs in this network without the possibility, for other parties, to get messages than are not addressed to them. It is necessary for all to be unable to substitute the identity of other parties in order to communicate under other identity. In this paper we consider the case of a pair in a computer network, let’s say (for notation convenience) Alice and Bob, noted as A and B, in which each of them has a secret key from the public-key cryptosystem and an ID (Code Identification).
The public key for every participant in the network is stored in a trusted server. We consider also the case in which an adversary (someone who want to make an illegal access to information between parties or to delete, inject or modify the messages) has the opportunity to receive all the messages from the communication channel in the network and to make a passive attack or to boot an active attack. Also, our goal for the presented protocol is to implement it in a no high performance computer. As in [3, 5, 19, 20, 25], there was created a key agreement system which preserves the AK (Authenticated Key agreement) attributes.
The protocol was created with respect to all types of attack presented in [12] which almost all of them are discussed in section 4 of this paper. In [18] the authors describe a protocol in two steps, similar to ours, but in every step of our protocol the amount of computation is reduced, which is a major requirement in a real network.

2. Required Attributes of an Agreement Key Protocol

2.1. Authentication requirement. There where created many protocols for the AK-problem, based on Diffie-Hellman protocol [11], and in [22] it was presented how
is possible to break that protocol, with the well-known man-in-the-middle-attack. In
order to construct a secure key exchange between A and B it is necessary to make
an authentication of parties. If A wants to have a communication with B, based
on symmetric encryption, they must agree a new key for this communication session
(key-session). This key should be constructed with the knowledge of both of them,
without possibility for anyone of them to predetermine the key or a fraction of it.
The newest algorithm that fulfills all these requirements is presented in [20].

2.2. Base requirement. The principal objective of an authenticated key exchange
protocol is to prevent the impersonation attack. Any such protocol does not guar-
antees that A and B will have a shared key when the protocol is completed. The
protocol guarantees that A and B:

- share a common key

OR

- share no key with each other OR anyone else.

In what follows we will define the basic notions of protocols, secure protocols and
desirable protocol characteristics [6, 7, 9, 12]. Let \( I = \{1, \ldots, N\} \) be the set of entities
in a computer network and let’s assume that an adversary is not included in this set
(all the parties from set \( I \) are honest).

Definition 2.1. A protocol is a pair \( P = (\Pi, G) \) of probabilistic polynomial-time
computable functions (polynomial-time in their first input):

\[ \Pi \] specifies how (honest) players behave;

\[ G \] is a generator of key pairs implemented in every part of computer network,
where \( \Pi \) has as input:

- \( 1^k \) the security parameter
- \( i \in I \) identity of sender
- \( j \in I \) identity of intended recipient
- \( K_{i,j} \) i’s key pair together with j’s public value
- \( tran \) a transcript of the protocol run so far (i.e. the ordered set of messages
transmitted and received by i so far in this run of the protocol)

\( \Pi(1^k, i, j, K_{i,j}, tran) \) outputs a triple \( (m, \delta, K) \) where:

- \( m \) message which is to be sent from \( i \) to \( j \)
- \( \delta \) is i’s current decision
- \( K \) the session-key established by \( i \) and \( j \)

Definition 2.2. A particular run of a protocol \( P = (\Pi, G) \) is an insecure run if any
party involved in the run, say A, executes the protocol faithfully, accepts the identity
of another party, and either of the following conditions holds:

- At the time that A accepts the other party’s identity (before she sends or receives
a subsequent message), the other party’s record of the partial or full run does not
match A’s record
- The exchanged key accepted by A is known to someone other than the party whose
identity A accepted (This conditions does not apply to authentication without key
exchange)
Definition 2.3. A protocol $P = (\Pi, G)$ is a secure AK protocol if:

- At the time that $A$ accepts the other party’s identity (before she sends or receives a subsequent message), the other party’s record of the partial or full run matches $A$’s record
- It is computationally infeasible for the agreement key accepted by $A$ to be recovered by anyone other than $A$ and possibly the party whose identity $A$ accepted (This condition does not apply to authentication without key exchange)

In accordance with [2, 6, 9, 20, 26] it is necessary for the protocol fulfill to fulfill requirements:

- **Known-key security** - in order to protect the communication confidentiality, every run of the protocol should create a new and secret key $K$, named *session key*. A protocol should still achieve its goal in the face of an adversary who has learned some other session key
- **Unknown key-share resilience** - $A$ cannot be obliged into sharing a key with $B$ without $A$’s knowledge, i.e., when $A$ believes the key is shared with some entity $C \neq B$, and $B$ (correctly) believes the key is shared with $A$
- **Key-compromise impersonation resilience** - Suppose $A$’s long-term private key is disclosed and an adversary $E$ knows this value. In this case $E$ can now impersonate $A$, since it is precisely this value that identifies $A$. However, it may be desirable in some circumstances that this loss does not enable $E$ to impersonate other entities to $A$
- **Forward-secrecy** - Even if the long-term private key of $A$ is disclosed, the secrecy of previous session key established by honest entities is not affected
- **Key control** - neither $A$ nor $B$ can enforce the other to accept a predefined key or a to predetermine any portion of that

With the purpose of producing a protocol which can be above the standards of the other already existing protocols it is necessary to decrease the number of calculations required and/or increase the number of the calculations necessary to crack the key.

There were created numerous protocols based on the elliptic curves, most of them with a big necessity of computer calculations.

3. Secure Agreement Key ($S_{ECC\text{-}AK}$)

3.1. Preliminaries. In this section we describe our ($S_{ECC\text{-}AK}$) - proposed protocol.

It is based on one public key and one private key as well as a system of elliptic curves for each party. The authentication technique used here is based on public key encryption and the establishment of the common key will be made with a random generated number (at every run session of protocol, for every party) and an elliptic curves system. Let $E(Z_p)$, as in [24] be the domain parameter of the protocol, where $E$ is an elliptic curve over a finite field $Z_p$ and $p$ is a large prime number. The number of rational points on an elliptic curve is finite and will be denoted by $\#E(Z_p)$, it should be divisible by a large prime $n$ [8]. Let $P, Q \in E(Z_p)$ be two points, of order $n$, on the elliptic curve $E(Z_p)$. The selection of $P$ and $Q$ must be made with respect to the conditions imposed in [17], with $n > 2^{160}$ and $n > 4\sqrt{p}$. The number of rational points on the curve (i.e. $\#E(Z_p)$) should be under the relation (Hasse’s Theorem):

$$(\sqrt{p} - 1)^2 \leq \#E(Z_p) \leq (\sqrt{p} + 1)^2.$$ 

The precaution needed in choosing the elliptic
The proposed protocol is one of challenge-response type and has in its structure two communication steps, that assure all required conditions presented above for a secure protocol. The first step is from $A$ to $B$, and after the identity verification $B$ proceeds to the second step: generates a response, sends it to $A$ and calculates the shared key. When $A$ receives the message it makes the identity verification for received message and, in case of success, it proceeds to the computation of the shared key. Public parameters will be: $(P_i, E(Z_p), P, Q, n)$ with $P, Q \in E(Z_p)$.

Private values for $i$:
- $S_i$ - secret key
- $d_A$ - generated value for each session key

Protocols:

1. $A$ makes
   a) generates a pseudo random number $d_A \in [1, n - 1]
   b) calculates $A_1 = d_A(P^{-1} + Q) = (x^A_1, y^A_1)$. Let $x = x_1 \mod n$. If $x = 0$ then goto a)
   c) calculates $A_2 = h(P_A | A_1)
   d) calculates $A_3 = E^S_A(A_2)$

2. First communication step (from $A$ to $B$): $A$ sends to $B$ $(A_1 | A_3)$

3. $B$ makes
   i. calculates $s_1 = h(P_A | A_1)$
   ii. calculates $s_2 = E^P_A(A_3)$. If $s_1 \neq s_2$ terminates the protocol run with failure.
   iii. Generates pseudo random number $d_B \in [1, n - 1]
   iv. calculates $B_1 = d_B(P^{-1} + Q) = (x^B_1, y^B_1)$. If $x = 0$ go to iii.
   v. calculates $B_2 = h(P_B, B_1)$
   vi. calculates $B_3 = E^S_B(B_2)$
   vii. $K_B = d_B A_1 = (x^B_2, y^B_2)$
   viii. $x = x^B_2 \mod n$. If $x = 0$ then go to iii.

Second communication step (from $B$ to $A$) $B$ sends to $A$: $(B_1 | B_3)$

4. $A$ makes
   e) calculates $s_1 = h(P_B, B_1)$
   f) calculates $s_2 = E^P_B(B_3)$
   g) If $s_1 \neq s_2$ terminates the protocol run with failure
   h) $K_A = d_A B_1$

At the end of the protocol, if properly conditioned (without any active attack from an adversary)
$K_A = K_B = K$ is the basic point in order to construct the common key for secure communication between $A$ and $B$ (with symmetrical encryption).

4. Security Consideration

In the case which is treated in this paper, we assume like in [14] that all parties of the network are regular participants and there is an adversary which has access to all network communications. A regular party, which means an honest one, does not publish its secret value and/or does not publish in the network its generated values. In accordance with the definitions presented in [15, 16] the attacks an adversary can mount may be classified as follows:

a) **passive attack** - this kind of action refers only to the actions which an adversary makes in order to intercept all messages over the network communication system without any change of the original messages

b) **active attack** - in this case an adversary intercepts the communications but he can also makes modification in the original messages and/or inject (in the network) other messages

**Proposition 4.1.** In protocol $(S_{ECC AK})$ it is computationally infeasible for the key accepted by $A$, to be recovered by another party except $B$.

Proof. In accordance to the above model of elliptic curves that was described we have all the circumstances exposed in [8]: given an elliptic curve $E$ defined over $\mathbb{Z}_p$, a point $P \in E(\mathbb{Z}_p)$ and a point $H \in E\mathbb{Z}_p$, we need to establish an integer $\nu$, $\nu \leq 0 \leq n - 1$, such that $H = \nu P$. Hence that it is computationally infeasible to determine the integer $\nu$. It is easy to see that the recovery of the key means to recover the integer $\nu$. □

**Proposition 4.2.** It is computationally infeasible to impersonate the authenticity of the parties which participate at protocol $(S_{ECC AK})$.

Proof. From the protocol description we can observe that the problem of impersonating a party it is the same with the well-known problem of the discrete logarithm. □

**Theorem 4.1.** The protocol $(S_{ECC AK})$ is a secure protocol.

Proof. The validity of the theorem results from Proposition 4.1 and Proposition 4.2. □

In [1, 10, 13] it is shown how it is possible to break another kind of system, but with the some level of security like our proposal protocol. The necessary time is $\approx 2^{21}$ years.

In [23] it is illustrate an parallel implementation of Pollard rho-method, where 1000 processors are used in an implementation in $\mathbb{Z}_{2^{155}}$, and their conclusion is that 1500 years are necessary to find all points.

5. Conclusions

In this paper we propose an elliptic curve based protocol for an authenticated key agreement and we discuss its security. It is a well-known fact that the secrecy of a key based on an elliptic curves system depends on power computation that an adversary can dispose, and security of the proposal protocol in this paper is constructed with
respect to this fact. What we done in this paper is a new protocol which increase the number of steps needed by the adversary in order to find the session secret key and to increase the difficulty of impersonation.
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